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## Outline

- The hardness of proving theorems
- The hardness of checking termination
- Measure functions


## The hardness of proving theorems

## Fermat's last theorem

- For all positive integers $x, y, z, n$, if $n>2$ then $x^{n}+y^{n} \neq z^{n}$
- [Fermat 1637]: "I have a truly marvelous proof of this proposition which this margin is too narrow to contain."
- Mathematicians were trying in vain to prove Fermat's claim for centuries!
- ... until it was finally proved by Andrew Wiles in 1995.


## Can we express Fermat's last theorem in ACL2s?

- Sure we can:

```
(defunc f (x y z n)
    :input-contract (and (posp x) (posp y)
            (posp z) (natp n) (> n 2))
    :output-contract (booleanp (f x y z n))
    (not (equal (+ (expt x n) (expt y n))
        (expt z n))))
(thm (implies ic (f x y z n)))
```

- Some theorems are very difficult to prove
- Proving theorems automatically is generally impossible (undecidable)


## Admitting functions in ACL2s

- What if we just tried to define the function, but changed the output contract to this:

```
(defunc f (x y z n)
    :input-contract (and (posp x) (posp y)
        (posp z) (natp n) (> n 2))
    :output-contract (equal (f x y z n) t)
    (not (equal (+ (expt x n) (expt y n))
        (expt z n))))
```

- Proving contracts can be as hard as proving theorems
- Proving contracts automatically is generally impossible (undecidable)
- In order for ACL2s to "admit" our function definitions, it needs to prove contracts: this can be very hard, undecidable in general


## The hardness of checking termination

## A simple program: what does it do?

```
int x := read an integer number > 1;
while x > 1 {
    if x is even
        x := x / 2;
        else
        x := 3*x + 1;
}
```

Run starting at 31: 3194471427121410732216148424212136418291274137412206103310155466
2337003501755262637903951186593178089044513366683341675022517543771132566283850425
12766383199584791438719215810793238161948582429728836441822911273413674102205161543077
92324616230811545771732866433130065032597648824412261184924623703510653160804020
10516842

## Collatz conjecture:

The program terminates for every input. Open problem in mathematics.

## Can we express the Collatz conjecture in ACL2s?

- Yes:

```
(defunc collatz (x)
    :input-contract (and (natp x) (> x 1))
    :output-contract (natp (collatz x))
    (cond
        ((equal x 2) 0)
        ((evenp x) (collatz (/ x 2)))
        (t (collatz (+ (* 3 x) 1)))))
```

- In order to admit this function, ACL2s has to prove that it terminates
- Proving that it terminates means proving the Collatz conjecture


## Proving termination

- Checking/proving termination is generally undecidable
- But ACL2s seems to do it all the time!
- This is not a contradiction: ACL2s manages to prove termination in many cases, but cannot prove it in all cases!
- For example, try to see what happens when you try to admit the Collatz function
- How does ACL2s prove termination?
- ACL2s uses some advanced techniques that we will not study
- How can we prove termination?
- Measure functions!

Measure functions

## Measure functions: basic idea

- If a program terminates, then it must run for a finite number of steps.
- How many steps?
- Well, that depends on the input of the program.
- E.g., working with a longer list will take more time than working with a shorter list
- In order for program to terminate, every recursive call must "get us closer to the goal", i.e., "closer to termination".
- Measure functions capture this intuition:
- The measure is a natural number.
- The measure must decrease on every recursive call.
- Eventually the measure must reach 0, and the program terminates.


## Example

- Why does the following function terminate?

```
(definec aapp (x :tl y :tl) :tl
    (if (endp x) y
    (cons (first x) (aapp (rest x) y))))
```

- Measure function?

```
(definec m (x :tl y :tl) :nat
``` ???

\section*{Example}
- Why does the following function terminate?
```

(definec aapp (x :tl y :tl) :tl
(if (endp x) y
(cons (first x) (aapp (rest x) y))))

```
- Measure function?
```

(definec m (x :tl y :tl) :nat
(len x))

```

\section*{Example}
- Why does the following function terminate?
```

(definec aapp (x :tl y :tl) :tl
(if (endp x) y
(cons (first x) (aapp (rest x) y))))

```
- In ACL2s you have to write it like this:
```

(definec m (x :tl y :tl) :nat
(declare (ignorable y))
(len x))

```

\section*{Example}
(definec aapp (x :tl y :tl) :tl
    (if (endp x) y
        (cons (first x)
        (aapp (rest x) y))))
- To show that \(m\) is a valid measure function we have to show that it decreases on every recursive call, under the conditions that led to that call.
\[
\begin{aligned}
& (\text { definec } m \quad(x: t l y: t l): \text { nat } \\
& (\text { len } x))
\end{aligned}
\]
- There's just one recursive call, so we have to show:
\[
\begin{aligned}
& (\text { tlp } x) \&(t l p y) \&(\text { not }(\text { endp } x)) \\
& => \\
& (m(\text { rest } x) y)<(m x y)
\end{aligned}
\]

\section*{Example} (definec m (x :tl y :tl) :nat (len x))
- We have to show: \(\begin{gathered}(\operatorname{tlp} \mathrm{x}) \&(\mathrm{llp} \mathrm{y}) \&(\operatorname{not}(\operatorname{endp} \mathrm{x})) \\ =>\end{gathered}\) (m (rest x) y) < (m x y)
- We use equational reasoning!
```

C1. (tlp x) C2. (tlp y)
C3. (not (endp x))
Goal: (m (rest x) y) < (m x y)
Proof:
(m (rest x) y)
= { def m }
(len (rest x))
< { some lemma about len, C1, C3 }
(len x)
= { def m }
(m x y)

```

\section*{E×2円n P!}
\[
\begin{aligned}
& (d e f i n e c \text { len }(x: t l) \text { : nat } \\
& \quad(\text { if }(\text { endp } x) 0 \\
& (+1 \text { (len }(\text { rest } x))))
\end{aligned}
\]
- The lemma about len:
```

(tlp x) \& (not (endp x)) => (len (rest x)) < (len x)
C1. (tlp x)
C2. (not (endp x))
Goal: (len (rest x)) < (len x)
Proof:
(len x)
= { def len, C2 }
(+ 1 (len (rest x)))
> { (len (rest x)) is a nat, arithmetic }
(len (rest x))

```

\section*{Measure functions: definition}
- A function \(m\) is a valid measure function for another function \(f\) if all conditions below are satisfied:
1. \(m\) is defined over exactly the same parameters as \(f\)
2. \(m\) has exactly the same input contract as \(f\)
3. The output contract of \(m\) states that \(m\) returns a nat
4. m is admissible
5. On every recursive call to \(f\), if we call \(m\) with the same arguments as \(f\) on that recursive call, and under the conditions that led to that recursive call, then \(m\) decreases.

\section*{Examples}

\section*{Example 1}
```

(definec rrev (x :tl) :tl
(if (endp x)
nil
(aapp (rrev (rest x)) (list (first x)))))

```
- Measure function?
- \((m x)=(\operatorname{len} x)\)
- Proof obligations?
- Same as for aapp!

\section*{Next time}
- More about measure functions
- Undecidability```

